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Motivation: BPMN to BPEL Translation

Business Process Modeling Notation (BPMN)

Parse tree

Business Process Execution Language (BPEL)
Research Problem: Parsing a Business Process Model

- **Parsing**
  1) Decomposition into *fragments*
  2) Categorization of the fragments

→ *Parse tree*

- Our contribution is a new parsing technique
  - **Refined process structure tree** (*RPST*)
  - Improves existing techniques by providing a *more fine-grained* decomposition

Process model in BPMN

Parse tree
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Use Cases for Parsing

- Translating a graph-based process model (e.g. BPMN) into a block-based process model (e.g. BPEL)
- Speeding up control-flow analysis [Vanhatalo et al., 2007]
- Pattern-based editing [Gschwind et al., 2008; Today 11:00 am]
- Process merging [Küster et al., 2008; Tomorrow 16:00 am]
- Understanding large process models
- Subprocess detection
Subprocess Detection
Subprocess Detection
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Requirement: Uniqueness

The parse tree should be **unique**
- Motivation: The same BPMN diagram is always translated to the same BPEL process

Parsing techniques presented for BPMN to BPEL translations are not unique
- Nondeterministic pattern-matching approach
Requirement: Modularity

- Motivation: A local change in BPMN translates into a local change in BPEL

- Modular:
  - Replacing a fragment with another fragment changes only the respective subtree in the parse tree

- Parsing techniques presented for BPMN to BPEL translations are not modular
The Normal Process Structure Tree (NPST)

- The **NPST** is unique and modular
  - Extends work on the *program structure tree* [Johnson et al., 1994]
  - Adapted for process models [Vanhatalo, Völzer and Leymann, 2007]
The NPST is the Hierarchy of the Canonical Fragments

- Parse tree is a hierarchy of fragments in which any two fragments do not overlap
  - Some fragments must be excluded from the parse tree
- What makes the NPST different from the non-deterministic parse trees?
  - Each fragment that overlaps some other fragment is excluded from the NPST
    - Such a fragment is called non-canonical
    - The non-maximal sequences are the non-canonical fragments
Requirement: Computing the Parse Tree Fast

- Some use cases require a fast algorithm for computing the parse tree
  - **Process version merging**
    - Process models are *compared* based on their parse trees
    - Change operations are applied to merge the process models
    - Each time a process model changes, the parse tree is *recomputed*
  - **Pattern-based editing**
    - Some editing operations are *applicable/prevented* based on the information in the parse tree
  - **Speeding up control-flow analysis**

- The NPST can be computed in *linear time*
Requirement: Granularity

- Motivation: Translate more BPMN diagrams into BPEL
- Our new contribution is the **refined process structure tree**
  - Extends work on a *parse tree* for sequential programs [Tarjan and Valdes, 1980]
  - More fine-grained than any previous technique
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**Relaxed Notion of a Fragment**

The commonly used notion:
- A fragment is a connected subgraph that has
  - exactly one entry edge, and
  - exactly one exit edge.

Relaxed notion:
- A fragment is a connected subgraph that has
  - exactly one entry node, and
  - exactly one exit node.
More Precisely:

- If anything inside a fragment $F$ is executed, then
  - the entry node was executed before, and
  - the exit node will be executed afterwards

- A boundary node is an **entry** if
  - all incoming edges are outside $F$, or
  - all outgoing edges are inside $F$

- A boundary node is an **exit** if
  - all incoming edges are inside $F$, or
  - all outgoing edges are outside $F$

- A **fragment** $F$ is a connected subgraph that has
  - exactly two boundary nodes,
  - one entry, and one exit

- [Tarjan and Valdes, 1980]
Non-Canonical and Canonical Fragments

- **Non-canonical** fragments overlap with some fragment

- **Canonical** fragments do not overlap and thus they form a hierarchy
The Refined Process Structure Tree

- As the canonical fragments do not overlap, they form a hierarchy.

- The **refined process structure tree** is the tree of canonical fragments of a process model G, such that the parent of a canonical fragment F is the smallest canonical fragment of G that properly contains F.
Properties of the Refined Process Structure Tree

- The RPST is:
  - Unique
  - Modular
  - More fine-grained than
    - the NPST
    - the parse tree by Tarjan and Valdes
- It can be computed in linear time
A Linear Time Algorithm for Computing the RPST

Step 1: Detect the triconnected components.

Step 2: Check whether each triconnected component is a fragment.

Step 3: Restructure the tree into the RPST.
Generalized Theory

- In this paper, we assumed two restrictions for process models to simplify the presented theory
  - Exactly one start node and exactly one end node
  - Loops must have separate entry and exit node

- We have generalized this theory for arbitrary process models
  - This will be published in an extended version of this paper
Conclusions

- Parsing business process models
  - Many interesting use cases
  - Requirements for a parsing technique
    - Uniqueness, modularity, granularity, fast computation

- A new parsing technique called the refined process structure tree
  - Improves existing techniques by providing a more fine-grained decomposition
  - Unique, and modular
  - Can be computed in linear time

- Future work: Applying the RPST for different use cases
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